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Undergraduate Distributed Systems Course

ABSTRACT
This paper introduces a web-based system that supports the teaching of an undergraduate (UG) 
distributed systems course. It specifically describes a web system that was developed to com-
plement the functionality of web objects in the XML (WOX) framework. It allows for storing and 
visualizing the state of distributed objects, as well as displaying and executing methods through 
a web interface. Users can provide values for each of the parameters. The WOX framework is 
essential to note as it facilitates the development of distributed applications that are object-based 
and can interoperate among different object-oriented programming languages. WOX employs 
the XML format to represent objects and uses HTTP as the communication protocol.
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1	 INTRODUCTION

The web system introduced in this paper aims to support the teaching of an 
undergraduate (UG) distributed systems course. It specifically focuses on topics 
related to distributed objects and the interoperability of systems. The web system 
complements the web objects in the XML (WOX) framework [1], which was designed 
for building distributed, object-oriented applications. WOX enables the creation of 
distributed systems that use XML to represent objects and the messages exchanged 
between them [2]. It also supports both synchronous and asynchronous communi-
cation between clients and servers [3]. WOX combines key features from two import-
ant paradigms in distributed systems development: object-oriented and web-based 
approaches. Additionally, WOX offers the capability to interoperate with objects in 
various programming languages, including Java [4], C#, Python [5], and PHP [6], 
which can be generated by either local or distributed applications.

The rest of the paper is organized as follows: Existing systems with a similar pur-
pose to the web system described in this paper are presented in Section 2. Section 3 
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provides an introduction to the WOX framework. Section 4 describes the function-
ality of the developed web system, presents the design of the object repository, and 
introduces the relevant classes. Section 5 presents the web system in operation. 
It illustrates the storage of objects, access to the repository, visualization of a WOX 
object, visualization of the methods of a WOX object, and the execution of specific 
methods. Finally, Section 6 discusses the conclusions and future work.

2	 BACKGROUND

This section explores some systems that share similarities with the web system 
introduced in this paper. The analyzed systems include common object request bro-
ker architecture (CORBA) web [7], SOP View+ [8], portable explorer of structured 
objects (PESTO) [9], CORBA object browser [10], and Apache Axis2 [11]. A compar-
ison of these systems is provided, along with a brief overview of the features that 
were considered during the analysis.

CORBA Web [7] is a system that serves as a bridge between the web and CORBA. 
It is an object browser designed to enable clients to inspect and execute methods on 
local or remote CORBA objects through a web browser. This system automatically 
generates HTML forms based on the interface definition language (IDL), simplifying 
the invocation of methods for any CORBA object. CORBA Web interprets user interac-
tions, communicates with the necessary remote object to execute its method, retrieves 
the result, and presents an HTML document containing the method execution results.

SOP View+ [8] is a project that aims to create an object browser and viewer with 
a focus on querying and managing object-oriented databases. This system enables 
users to navigate the database of objects, locate their desired items, retrieve their 
information, and view them in a graphical presentation. Additionally, this tool orga-
nizes objects in a hierarchical structure and facilitates the exploration of objects 
within databases by enabling users to select a base object as the starting point for 
navigation. SOP View+ also allows users to modify the base object during their 
search for objects within databases by setting an anchor on the object.

PESTO [9] is a system that originated from the GARLIC project [12]. The GARLIC 
project was designed to develop an information system capable of integrating data 
from different database systems and making it accessible through a language simi-
lar to SQL but with object-oriented capabilities. This project provides an interface for 
querying and exploring objects known as the PESTO, which enables the exploration of 
objects in databases using a SQL-like language. PESTO is similar to SOP View+ as it sup-
ports querying and navigating through objects presented in a hierarchical structure.

The CORBA object browser [10] was developed to offer direct access to CORBA 
objects through a web browser using a URI scheme. It allowed users to browse and 
interact with CORBA objects in a way similar to how they navigate the Internet. 
In this tool, users can view and execute the methods of a specific object directly 
within a web browser. However, it is worth mentioning that this functionality relied 
on the use of a prototype browser called the Hot Java Web Browser, which is no lon-
ger available. The primary advantage of the Hot Java Web Browser was its capability 
to access secure CORBA objects hosted on a secure object request broker (ORB).

Apache Axis2 [11] is a web services engine designed to create distributed and 
interoperable applications. It supports implementations in both C++ and Java. It is 
similar to WOX because it is an open-source framework that relies on XML and SOAP 
for exchanging messages. Apache Axis2 works with objects, but it doesn’t maintain 
the state of these objects, resulting in its methods being invoked in a way similar to 
static methods. An interesting feature of this tool is that it allows method execution 
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on objects but does not offer a user interface. In order to access objects, users need 
to call them using their corresponding URLs.

Table 1 provides a comparison of the systems examined in this section: S1) CORBA 
Web, S2) SOP View+, S3) PESTO, S4) CORBA Object Browser, and S5) Apache Axis2. In the 
table, a checkmark indicates that the feature is present in the system, while a cross indi-
cates that the feature is not available. The features used for comparison are as follows: 
open source denotes whether the software is freely available, redistributable, and mod-
ifiable; interoperability indicates the system’s ability to communicate across different 
platforms or programming languages; based on objects refers to whether the system 
supports remote objects; web services means that the system supports web services; use 
of XML denotes whether XML is used for communication between the client and the 
server; visualization of objects indicates whether the system allows graphical visualiza-
tion of objects; visualization of attributes indicates whether the system allows the visual-
ization of attributes within objects; execution of methods refers to the system’s capability 
to execute methods of objects via a web browser; web interface denotes whether the 
system provides a web interface for users to view remote object methods; database 
management refers to the system’s ability to navigate object databases or repositories.

Table 1. Features of the analyzed systems

Feature S1 S2 S3 S4 S5

Open source     

Interoperability     

Based on objects     

Web services     

Use of XML     

Visualization of objects     

Visualization of attributes     

Execution of methods     

Web interface     

Database management     

It should be noted that there have been other initiatives to support the teaching of 
distributed systems. These include a framework designed to assist students in distrib-
uted systems and computer networks courses building simulations and generating 
applets from algorithms or protocols [13], a teaching tool that utilizes virtualization 
for a parallel and distributed computing course [14], and a series of modules cov-
ering basic and advanced high-performance computing, as well as various parallel 
and distributed systems programming topics [15], among others.

3	 WOX	FRAMEWORK

This section provides an overview of the WOX framework, which combines fea-
tures from distributed object-based systems and distributed web-based systems. 
Some of the features of this framework are presented.

WOX employs URLs to provide unique identification for remote objects, adhering 
to the principles of the representational state transfer (REST) architecture [16]. This 
is an important aspect because every object is uniquely identified by its URL and can 
be accessed from any location on the Internet, through a web browser or a program.
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WOX uses an efficient serializer known as the WOX serializer [2]. This serial-
izer forms the foundation of the framework for converting objects, requests, and 
responses shared between clients and servers. The WOX serializer is an indepen-
dent XML-based library with the capability to serialize objects from Java, C#, PHP, 
and Python into XML and vice versa. One of the main advantages of this system is 
its ability to produce standardized XML representations for objects that are inde-
pendent of any particular programming language. This feature facilitates interop-
erability among different object-oriented programming languages and applications 
developed using those languages.

WOX contains a variety of standard and specialized operations that are utilized 
with both local and remote objects. These operations involve tasks such as obtain-
ing remote references, making calls to static methods (web service calls), invoking 
instance methods, removing objects, obtaining copies, replicating objects, updating 
and transferring objects, and calling asynchronous methods, among others. Detailed 
explanations of some of these operations can be found in reference [1]. The method 
invocation mechanism employed by WOX is illustrated in Figure 1.

Fig. 1. Remote method invocation mechanism employed by WOX

The series of steps carried out in the invocation of a method in WOX is as follows: 
1) the WOX client program invokes a method on a remote reference (the way in which 
the client invokes a method on a remote reference is exactly the same way as if it 
invokes a method on a local object); 2) the WOX dynamic proxy takes the request, serial-
izes it to XML and sends it over the network to the WOX server; 3) the WOX server takes 
the request and deserializes it to a WOX object; 4) the WOX server loads the object and 
executes the method on it; 5) the result of the method invocation is returned to the WOX 
server; 6) the WOX server serializes the result to XML, and it is returned to the client, 
either the actual result or a reference to it (the result is stored in the server in case a ref-
erence is sent); 7) the WOX dynamic proxy receives the result and deserializes it to the 
appropriate object (real object or remote reference); 8) the WOX dynamic proxy returns 
the result to the WOX client program. From the perspective of the WOX client program, 
it only executes the invocation and receives the result back transparently. The WOX 
client libraries handle the serialization of the request, sending it to the WOX server, 
and receiving the result of the method invocation and deserialization. The following 
sections introduce the analysis, design, and operation of the developed web system.

4	 ANALYSIS	AND	DESIGN	OF	THE	WEB	SYSTEM

This section describes the functionality of the developed web system, presents 
the design of the object repository, and introduces the relevant classes.
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4.1	 Functionality

The actions that can be performed by the web system are described as follows:
Access to a specific WOX object over the network. The web system provides users 

with a unique URL for each object, which is generated by the system. By using this 
URL, users can directly access the desired object without having to navigate through 
the repository and search among all the objects stored in it.

Visualization of objects graphically. Users can view the attributes of a specific WOX 
object through an interface. There are two available viewing options:

Storage of WOX objects on the server. This functionality enables users to upload 
WOX objects to the server, making it easier to use them later as parameters for 
invoking objects or for simple storage in the repository.

Visualization of methods for any WOX object. Users have the ability to inspect the 
methods associated with any WOX object without worrying about the parameters 
required to invoke each method. Each method is accompanied by a designated area 
where the response it generates upon invocation is displayed.

Execution of any method belonging to the class of a WOX object. Users have the 
capability to execute methods on WOX objects, with a parameter validation mecha-
nism in place to prevent the input of incorrect parameter values. This ensures that 
method invocations are accurate. Additionally, the system can provide a response to 
the method invocation, regardless of its data type.

4.2	 Design	of	the	repository

The developed web system includes an object repository where all WOX objects 
are stored. These objects can be either uploaded by users for manipulation or gen-
erated by the server itself through responses during method execution (e.g., when 
a method returns an object after execution or when a user retrieves an object con-
tained within another object). Figure 2 shows the structure of the object repository.

Fig. 2. Structure of the object repository

The WOX Repository is the primary repository where all the WOX objects uploaded 
by the user are stored. The other folders store new objects generated by the server.

There is a file called WOXRP.xml, which is a serialized object that contains a list 
keeping track of every existing object in the main repository. This registry consists 
of the ID that uniquely identifies each object in the repository, the name of the XML 
file representing the object, and the class to which it belongs. WOX objects refer to 
all objects that exist in the main repository.

The Upload Temp folder is utilized to store objects uploaded by the user. 
The server must verify that the uploaded objects are indeed WOX objects and not 
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something else. Once the object is verified by the server, a record of the object is 
added to WOXRP. XML. If it was a WOX object, it is later transferred to the main 
repository; otherwise, it is moved to the trash folder (WOX Trash).

WOX Trash is a folder that represents the WOX server trash. It stores all the 
objects deleted by the user, old objects generated by the server during the execution 
of methods, and any incorrect objects the user attempted to upload.

When a user views an object that is contained within another object, the web sys-
tem will extract that object and create a new one, which is stored in the folder WOX 
XML Temp for later use. When a user executes a method that returns an object, the 
system serializes it and stores it in the folder URL Temp Answers for later display 
to the user. When a user executes a method and includes a file containing a WOX 
object as a parameter, the web system saves the received file in the folder for later 
processing and to return a result. When a user executes a method and includes a 
URL containing a WOX object as a parameter, the web system will extract the code, 
create the object, and store it in the folder URL Temp Upload for further processing.

4.3	 Class	diagram

This subsection presents the class diagram for the web system, as shown in 
Figure 3. The classes involved in displaying the attributes and methods of an object 
are WOX Server, WOX Visualizer, and WOX Tab Generator. The classes responsible for 
invoking methods on objects are WOX Server and WOX Invoker. Lastly, the classes 
involved in managing the repository of objects are WOX Object and WOX Server. 
A description of these classes is provided in the following paragraphs.

Fig. 3. Class diagram for the web system

The WOX Server is the main class of the web system. It contains the following 
information: the absolute address of the object repository, the name of the WOX 
repository, the list of WOX objects in the repository, the version of the system, the 
operating system on which the web system runs, and the frequency at which the 
garbage generated in WOXRP is deleted. Additionally, the WOX Server class includes 
the following methods for the operation of the web system: searching for an object, 
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adding an object to the repository, deleting an object from the repository, retrieving 
the class of a WOX object, obtaining the methods of a specific WOX object, and more.

The WOX Object class is used to represent each object stored in the object repos-
itory. When an object is uploaded to the repository, a WOX Object class instance is 
created by the web system. This instance stores the following information about the 
uploaded object: a unique ID representing the newly created object, the name of the 
XML file that contains the object, and the class to which the object belongs.

The WOX Visualizer is the class responsible for processing WOX objects. It extracts 
all the XML code to generate a visualization. The main functions of the program 
include the following: providing a format (indentation and color) to the labels of the 
WOX file to display them to the user; processing WOX objects and identifying their data 
type (primitive, lists, arrays, references, among others); generating tables that represent 
each object once its data type has been identified, using the WOX Tab Generator class.

WOX Tab Generator is the class that generates the graphic representation of 
an object. As a result, it generates an HTML table. With the help of its methods, 
content can be added to the table. This content can include attributes of the object it 
represents or buttons that provide access to the visualization of the object’s methods.

WOX Invoker is the class that processes all the information regarding method 
invocation. Its main functions include the following: creating special fields displayed 
to the user for entering the required parameters for a method invocation; accepting 
objects used by the user as parameters for a method invocation, whether it is an 
existing object in a URL or an object uploaded to the server; handling the responses 
generated by the methods on invocation; and executing a specific method based on 
the user-entered parameters.

5	 WEB	SYSTEM	IN	OPERATION

This section presents the operational web system. It illustrates the storage of 
objects, the access to the repository, the visualization of a WOX object, the visualization 
of the methods of a WOX object, and the execution of a specific method.

5.1	 Storage	of	objects

Figure 4 illustrates the operation of the web system for storing WOX objects, 
depicting a series of steps executed between the client and the server.

Fig. 4. Storing a WOX object
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Step 1. The object can be serialized using the WOX serializer, which supports all 
programming languages compatible with WOX.

Step 2. The user proceeds to upload the object to the server by selecting the option 
Upload an object to the server from the main menu of the web system.

Step 3. The server stores the object in the Upload Temp directory of the repository.
Step 4. The system proceeds to verify the object by deserializing it to ensure that it 

is free of errors and does not already exist. Depending on the verification, the system 
executes either step 5.1 or step 5.2.

Step 5.1. If it was a WOX object, the web system stores it in the repository and 
serializes it.

Step 5.2. If it was not a WOX object, then the web system moves the object to the 
trash (WOX Trash bin).

Step 6. The user is informed about the result of storing the WOX object in the web 
system’s repository.

It should be noted that for the registration of an object in the repository, the fol-
lowing actions are carried out: a new ID is generated to represent the new object; the 
class of the new object is obtained; the name of the file containing the new object is 
extracted; a WOX Object is created; the corresponding parameters are assigned to the 
object; and finally, it is added to the list of existing objects in the repository.

5.2	 Access	to	the	repository	of	objects

Figure 5 illustrates the operation of the repository for visualizing WOX objects, 
depicting a series of steps that occur between the client and server.

Fig. 5. Access to the repository for visualization of objects

Step 1. The user accesses the repository by selecting the option View objects in the 
server from the main menu of the web system.

Step 2. The WOXRP.xml object is deserialized, which is a list of objects of the WOX 
Object class that contains information about all the objects stored in the repository.

Step 3. Once the WOXRP.xml object has been deserialized, the information of the 
registered objects can be accessed. Subsequently, a table is generated to contain the 
URL and class of each registered object.

Step 4. Each registered object offers two options for the user: one to view the 
object and another to access its methods.

Step 5. The table displaying the objects is presented, allowing the user to select an 
object for visualization.
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5.3	 Visualization	of	a	WOX	object

Figure 6 illustrates the operation of the web system for visualizing a WOX object, 
depicting a series of steps executed between the client and server.

Fig. 6. Visualization of a WOX object

Step 1. The user accesses the repository of objects, where each object is displayed 
with its URL, name, reference, and actions (view object and view methods).

Step 2. The user selects the view object link from the action’s menu for a specific 
object. The user can also access the object directly using the URL that represents it.

Step 3. The system receives the ID of the object and proceeds to search for it in 
the repository. In order to achieve this, the WOXRP.xml object is deserialized, and the 
location of the file containing the requested object (if it exists) is accessed.

Step 4. Once the location and name of the file have been obtained, the file is ana-
lyzed using the view Object BYXML method. This method is responsible for creating 
an HTML table that represents the graphical display of the WOX object. It includes 
the object’s id, the class it belongs to, and the attributes it contains. Finally, it returns 
all the generated HTML code and displays it to the user.

5.4	 Visualization	of	the	methods	of	a	WOX	object

Figure 7 illustrates the operation of the system for visualizing all the methods of 
a WOX object through a series of steps that occur out between the client and server.

Fig. 7. Visualization of the methods of a WOX object
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Step 1. The user accesses the repository of objects, where each object is displayed 
with its URL, name, reference, and actions (view object and view methods).

Step 2. The user selects the “view methods” link from the action’s menu for a 
specific object in the repository.

Step 3. The system receives a request containing the id of an object to be 
manipulated and then proceeds to search for it in the object repository.

Step 4. If the object is found, the system retrieves the class of the object. From the 
class, the system retrieves all the methods and parameters required to invoke each 
method. In order to accomplish this, the object utilizes Java Reflection technology.

Step 5. A table is created for each method (once all the methods and parameters 
of a specific class have been obtained). The table will include the following attri-
butes: method name, type of response it returns when invoked (object, int, float, 
etc.), button to invoke the method, and field where the response will be displayed.

Step 6. The system adds a form once the table representing each method has been 
created, in which the user provides the parameters required to invoke the method.

Step 7. Once all the method tables belonging to the class of an object have been 
created with their respective forms to be invoked, they are returned to the user.

5.5	 Invocation	of	a	method	on	a	WOX	object

Figure 8 illustrates the process of invoking a method on a specific WOX object, 
depicting a sequence of steps executed between the client and server.

Fig. 8. Invocation of a method on a WOX object

Step 1. The user receives tables representing the invocation of methods on a 
specific object.

Step 2. The user proceeds to fill out the form (parameter entry) in order to invoke 
a specific method.

Step 3. While the filling out the form, Java script it is used to verify that the param-
eters entered by the user are correct. If an integer type number is required in the 
form for the method, it will be verified that the user indeed enters an integer, and 
not a decimal or text.

Step 4. After the user has entered the correct parameters to invoke a specific 
method, they can proceed to press the test method button. With the assistance of an 
asynchronous JavaScript call (AJAX), the response is displayed just below the table 
that represents the method to be executed. Without needing to access another tab 
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or refresh the browser page, AJAX sends a request to the server and forwards all the 
parameters entered by the user for the invocation of a specific method.

Step 5. The system receives the AJAX request with the following information: the 
id of the object containing the method to be invoked, the name of the method to be 
invoked, a list of parameters required to invoke the method, and a list of classes to 
which each parameter belongs. An example of the information that the server receives 
is the as follows: id: 3294242; method name: “add Book”; parameter list: 1, “book 
name”, “author”, “publisher”, true; list of classes: int, String, String, String, Boolean.

Step 6. Once the information is obtained, the system locates the object based on 
the provided id, deserializes it, and verifies the list of parameters (ensuring that each 
parameter matches the class).

Step 7. The system executes the requested method once the list of parameters has 
been created and verified. In order to proceed with the method invocation, a new 
object named “answer” is created to store the result of the method execution.

Step 8. The system proceeds to verify the answer object once the requested 
method has been invoked, obtaining its class. If the answer is a primitive object (int, 
float, char, etc.), the result can be displayed on the screen as text. On the other hand, 
if the answer is a non-primitive object, it is serialized using the WOX Serializer.

Step 9. The user is shown a link to view the object that will be the response to the 
invocation of the requested method.

5.6	 Web	system	interface

This subsection presents some of the main interfaces of the web system in 
operation, based on the functionality described in previous sections.

Figure 9 shows a screenshot of the object repository. The user can access this 
interface by selecting View objects in the server from the main menu of the system.

Fig. 9. Access to the repository for visualization of objects

The object repository has four columns: the URL of the object on the server, the 
name of the object, the remote reference to the object, and the actions that can be 
executed on the object (View object and view its methods). The View Object hyperlink 
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displays the graphical representation of the object and its XML representation, as 
illustrated in Figure 10.

Fig. 10. Visualization of an object graphically and in XML

In order to visualize the methods of an object, it is necessary that the object class 
be hosted on a WOX server. If this is the case, by clicking the View methods button in 
the object repository, the server will display to the user all the methods of that spe-
cific object, along with their corresponding fields to be invoked. This is illustrated in 
Figure 11, which shows the “add Book” method of the library class.

Fig. 11. Interface to visualize the add Book method of the library class

Figure 12 shows the add Book method, which adds a book to a library object, 
using the following values for its parameters:

– Book ID: 121211
– Name: LOST OCEAN
– Author: JOHANA BASFORD
– Editorial: CULTURAL DEVELOPMENTS
– Status: Available

The bottom panel shown in Figure 12 illustrates the results of the method 
invocation, the book has been added to the library object with the specified values.
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Fig. 12. Result of the invocation of the add Book method with the values specified

After adding two books to the library object through its methods, they can be 
displayed, as illustrated in Figure 13. It can be observed that the library object has 
changed, it now contains two books that were added previously.

Fig. 13. The library object with two books added
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6	 CONCLUSIONS	AND	FUTURE	WORK

This paper introduces a web system that was developed to support the teach-
ing of an undergraduate distributed systems course. It describes a web system that 
was developed to complement the functionality of web objects in the XML (WOX) 
framework. The system allows users to store and visualize the state of distributed 
objects, display them, and execute methods through a web interface. Users can pro-
vide values for each method’s parameters. The paper describes the functionality of 
the web system, showcasing its operation. Specifically, it illustrates the storage of 
objects, access to the repository, visualization of a WOX object, visualization of the 
methods of a WOX object, and the execution of a specific method.

A comparative analysis was conducted on five existing systems that share simi-
larities with the developed web system. The most relevant features were highlighted, 
such as the interoperability among different programming languages, the use of 
XML as the object representation, the possibility to visualize objects and attributes, 
and the capability to execute methods on objects, among others.

Further work is needed to develop an evaluation tool to assess the web system 
with teachers and students of an undergraduate distributed systems course, focusing 
primarily on three aspects: functionality, design, and didactic features. The system is 
also planned to be deployed on a web server, enabling teachers and students to uti-
lize it for supporting topics related to distributed objects and system interoperability.
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