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Abstract—Computer programming is considered as a difficult area of study for novices. One of the reasons is the main focus of the curriculum presented in an introductory programming (IP) course which emphasizes more on the programming knowledge (syntax and semantic) of the programming language. This study introduced a new teaching curriculum in the IP course, which focuses on different skills required by the novices. We compared the IP course materials based on the traditional and new approaches against five categories. The result shows that the new approach encourages both the programming knowledge and problem solving strategies, and promotes deep learning. Furthermore, it discourages programming shortcut (Problem statement → Code), and support three-step approach (Problem statement → Solution Plans → Code) in solving a problem statement. The new approach also promotes algorithmic thinking in the IP course by paying equal attention on the problem solving strategies.
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1 Introduction

The introductory programming course is considered as one of the difficult courses for novice programmers [1]. They have to focus on different skills, such as program comprehension, problem solving strategies, program design etc., at the same time. On the other side, the traditional teaching approach used in the IP course focuses more on the syntax of the programming language [2]. This study evaluated the teaching materials of the IP course based on the traditional approach. A new teaching approach based on the ADRI (Approach, Deployment, Result, Improvement) model was introduced in the IP course to address the shortcomings emerged from the traditional approach. To determine the impact of the new teaching approach, the teaching materials based on the traditional and new approaches were analyzed by the criteria proposed by [3].

The new teaching approach pays equal attention on algorithmic thinking skills besides programming knowledge (syntax and semantics) in the IP course. All the programming questions or examples presented in the IP course cover algorithmic thinking skills. Flowchart and pseudo code techniques are used to promote algorithmic
thinking skills. Novices use these techniques (Flowchart and pseudo code) to purpose a solution for the given problem statement.

This paper is organized into a number of sections. It starts with a literature review followed by a brief introduction to the new teaching approach. Research methodology and Results of the study were presented. The paper concludes with the research outcomes of the study.

2 Literature Review

Various studies have been conducted to investigate the different teaching approaches used in IP courses. In this section, we explore the literature and discuss different teaching approaches.

The teaching method is an approach by which educators deliver teaching materials to the students. A teaching strategy is one of the crucial factors that help to motivate students and ultimately play an important role in mastering the course content [4]. Students’ achievement of the learning outcomes is affected by their learning style and motivation. Some students prefer a visual learning style, others prefer auditory or kinesthetic styles [5] and therefore it is important for teachers to incorporate different approaches to accommodate different learning styles in their teaching process.

Reference [6] interviewed instructors of an IP course to learn about the pedagogical and motivational strategies they used in the course for the students. They interviewed 18 instructors and concluded that ‘student-teacher relationship, teachers’ proximity with the students, class competitions, challenges and strategies in which the students are engaged actively and continuous assessment’ (p. 7) are considerable motivational strategies. Moreover, most teachers do not consider this course different from other courses and use the same traditional pedagogical strategies in it. Some teachers emphasized that a good choice of exercises and teaching materials also play an important role in a successful teaching and learning process.

Reference [7] discussed that if instructors omit any one of these models (‘data structure, program design, problem domain and data representation’) from the teaching process of the programming then as a consequence ‘the students will make up their own models of dubious quality’ (p. 21).

Reference [8] introduced Assurance of Learning (AOL) process in an introductory programming (IP) course to align program-learning goals with the IP curriculum. The five stages of the AOL process helped them to identify shortcomings in the course and provided mechanism to address these drawbacks. They collected faculty feedback regarding the AOL process through a web-based survey. The overwhelming majority of the participants agreed that the AOL affected their teaching process in a positive way.

Mobile device supported learning provides additional support for accessing introductory programming teaching materials to students [9]. It provides teaching materials anywhere, anytime and eliminates space and time constraints for learners. It also allows interaction between teachers and learners without physical contact [10]. The work of [11] suggested that the retention of specific subject knowledge in first year
university students for a mobile learning group was better than for those who were not supported in this way. Surveys conducted with novice programmers concluded that the overwhelming majority of participants agreed that mobile device supported learning provides additional support to access and understand teaching materials. The teaching materials can be saved in mobile memory, which can be accessed at the learners’ convenience. Furthermore, the students can access recorded class lectures along with other teaching contents. It can help them to catch-up with missed classes [9]. Moreover, it helps to promote information communication technology as a teaching tool in the teaching and learning process [12] [13].

The ACM-IEEE Joint Task Force on Computing Curricula [14] identifies 18 knowledge areas for computing undergraduate programs. Programming knowledge (syntax and semantics) and problem solving strategies are given equal attention in these knowledge areas. The IP curriculum should promote both skills so that students will be well prepared for their career path and labor market. Reference [15] reported that curriculum organization and teaching methods were the two main factors for high failure rates in IP courses. Reference [16] analyzed forty programming books and concluded that most of the books emphasized the syntax of programming languages. Some authors provide a large number of examples but give less attention to problem solving skills. In some cases, authors discuss problem-solving skills in early chapters but these skills are not integrated in the remaining chapters.

Table 1 lists the factors and current practices used in teaching and learning process of an IP course. In this study, these factors were addressed by introducing a new teaching approach instead of the traditional approach to enhance the learning process.

The traditional approach emphasizes more on programming knowledge (syntax and semantics), promotes surface learning and programming shortcut (Problem Statement → Codes). Most of the programming editors used in the introductory programming also promote programming shortcut.

<table>
<thead>
<tr>
<th>Factors</th>
<th>Practices in Traditional Approach</th>
</tr>
</thead>
<tbody>
<tr>
<td>Learning to program</td>
<td>More emphasis is given on syntax and semantics of programming languages</td>
</tr>
<tr>
<td>Teaching strategy/model</td>
<td>Traditional approach spends more time on teaching syntax compared to problem solving strategies. Hence does not achieve students’ learning outcomes and high failure and dropout rates are reported</td>
</tr>
<tr>
<td>Programming books</td>
<td>Most textbooks discuss problem solving strategies in an initial chapter only and syntax and semantics are emphasized in rest of the chapters</td>
</tr>
<tr>
<td>Learning style</td>
<td>Traditional approach promotes surface learning instead of deep learning because problem solving strategies are not emphasized thoroughly in all topics</td>
</tr>
<tr>
<td>Lecture notes</td>
<td>Examples discussed in the lectures promote programming shortcut: (Problem Statement → Codes)</td>
</tr>
<tr>
<td>Lab exercises</td>
<td>Problems given in the exercises promote programming shortcut: (Problem Statement → Codes)</td>
</tr>
<tr>
<td>Software development tools</td>
<td>Most of the editors used in the introductory programming promote programming shortcut: (Problem Statement → Codes)</td>
</tr>
<tr>
<td>Programming language practice</td>
<td>Most students struggle with completing programming exercises because they spend most of their time in debugging their programs</td>
</tr>
</tbody>
</table>
3 New Teaching Approach

The new teaching approach based on the four stages of the ADRI model was introduced in the IP course. The ADRI approach focuses on different skills (problem solving strategies, syntax, semantics and problem analysis) in the IP course. All the programming examples and problems were prepared based on the four stages of the ADRI approach as shown in Table 2. The first part of the ADRI based example provides a problem statement. The second part (Approach) promotes algorithmic thinking by using problem solving skills such as pseudo code and flow chart. The third part (Deployment) focuses on the syntax and semantics of the programming language. The fourth part (Result) covers input, output, process used to solve the problem statement, and basic syntax and semantic errors in the programming language. The fifth part (Improvement) focuses on new programming constructs, syntax and semantics of the programming language by changing the requirements of the problem statement given in the first part.

Table 2. ADRI based programming example

<table>
<thead>
<tr>
<th>Step 1: Approach – Problem-solving strategies</th>
<th>Step 2: Deployment – Programming knowledge</th>
<th>Step 3: Results</th>
<th>Step 4: Improvement</th>
</tr>
</thead>
<tbody>
<tr>
<td>Solve the given problem statement by pseudo code technique</td>
<td>Convert the proposed solution in step 1 into a computer program by using the programming language</td>
<td>Input: NAME : Naushad, BALANCE : 20, RATE : 0.25,</td>
<td>Update the above algorithm to calculate RATE if INTEREST and BALANCE is entered by the user.</td>
</tr>
<tr>
<td><strong>Process:</strong> INTEREST = 20 x 0.25</td>
<td><strong>Syntax Error:</strong> Missing Semicolon</td>
<td>Output: Name: Naushad, Interest: 5</td>
<td></td>
</tr>
<tr>
<td><strong>Reason:</strong> Semicolon is expected on line 5</td>
<td><strong>Example:</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>4 int feet;</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>5 int inches</td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>6 double bigNum;</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

An ADRI editor was prepared to support the four steps of the ADRI approach as shown in figure 1. The editor provides separate interface for each step of the ADRI approach. The editor was developed in Java program. It is compatible with most of the operating system and easy to use. All the programming questions are embedded in it. The user can choose question by topic.
4 Research Questions

It is evident from the literature that the teaching materials based on the traditional approach do not provide all the required skills to novices. This study purposes the new teaching materials based on the four stages of the ADRI approach in the IP course. Moreover, the study purposes the following research questions to determine the impact on the teaching materials based on the ADRI approach compared to the traditional approach.

RQ1. What is the impact of the ADRI approach compared to the traditional approach on the teaching materials of the introductory programming course?

RQ2. How the ADRI approach promotes algorithmic thinking in the introductory programming course?

5 Research Methodology

The research questions were probed by comparing the IP course materials based on the traditional and ADRI approaches against five categories such as Teaching topics for lecture sessions, Practical topics for lab sessions, Types of programming examples and problems, Presentation style of example and problems, and Four problem solving steps in examples and problems.

6 Results

This section describes the results of this research study and probes research questions 1 and 2. The first research question is as follows:
RQ1. What is the impact of the ADRI approach compared to the traditional approach on the teaching materials of the introductory programming course?

We compare the teaching materials based on the traditional and ADRI approaches to determine the impact of the ADRI approach on the course.

Table 3 below shows the comparison between the traditional and ADRI based teaching materials of the course. The teaching materials are compared in five different categories including: ‘Teaching topics for lecture sessions’, ‘Practical topics for lab sessions’, ‘Types of programming examples and problems’, ‘Presentation style of example and problems’, and ‘Four problem solving steps in examples and problems’.

The comparison of the traditional and ADRI approaches in the first two categories (‘Teaching topics for lecture sessions’, ‘Practical topics for lab sessions’) are discussed in terms of the emphasis on the programming skills and problem solving strategies in each category of teaching materials. The remaining three categories (Types of programming examples and problems, Presentation style of example and problems, and Four problem solving steps in examples and problems) were analyzed on the criteria provided by [3].

Reference [3] presented a content analysis of computer programming examples or problems of sixteen textbooks taught in high school in Taiwan. They categorized the programming problems into five different types such as math problem (finding the even integers), syntax-oriented problems (demonstrating the different programming constructs), real-life problems (how to convert Fahrenheit and Celsius temperatures, calculation of bank loans), graphics problems, and others. Graphical problems are not taught in the IP course and so were not considered in our analysis.

Reference [3] discussed a qualitative analysis of three different presentation styles used for the programming examples in textbooks. A brief explanation of these presentation styles as follows:

- **Problem Statement → Pseudo-code or Flowchart:** The problem statement is pursued by pseudo-code or flowchart.
- **Problem Statement → Codes:** The problem statement is pursued by code with a brief explanation.
- **Problem Statement → Solution Plan → Coding:** The problem statement is pursued by solution plan (problem analysis, input, output, process, program design, variables etc.) and then complete code is given with a brief explanation.

Reference [3] demonstrated problem solving as a 4-step process as follows:

- **The problem analysis step:** The problem statement is described so that programmers can understand it. There is no particular method used for this step.
- **The solution-planning step:** It is demonstrated by a textual description such as algorithm design, variables, main algorithm etc.
- **The coding step:** A complete code is given with a brief explanation or comments. A program is also provided with a sample run.
- **The testing/debugging step:** It shows to students how to debug syntax, semantic and run-time errors by presenting programs with planted errors in it.
### Table 3. Comparison of the traditional and ADRI based teaching materials

<table>
<thead>
<tr>
<th>No</th>
<th>Area of concern</th>
<th>Traditional approach</th>
<th>ADRI approach</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>More emphasis on syntax and semantics compared to problem solving strategies</td>
<td>Pay equal attention on syntax &amp; semantics and problem solving strategies</td>
</tr>
<tr>
<td>1.</td>
<td>Teaching topics for lecture sessions</td>
<td>Syntax &amp; Semantics</td>
<td>Problem Solving Strategies</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Problem Solving Strategies</td>
<td>Syntax &amp; Semantics</td>
</tr>
<tr>
<td></td>
<td></td>
<td>86.6%</td>
<td>13.4%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>100%</td>
<td>100%</td>
</tr>
<tr>
<td>2.</td>
<td>Practical topics for lab sessions</td>
<td>More emphasis on syntax and semantics compared to problem solving strategies</td>
<td>Pay equal attention on syntax &amp; semantics and problem solving strategies</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Syntax &amp; Semantics</td>
<td>Problem Solving Strategies</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Problem Solving Strategies</td>
<td>Syntax &amp; Semantics</td>
</tr>
<tr>
<td></td>
<td></td>
<td>86.6%</td>
<td>13.4%</td>
</tr>
<tr>
<td></td>
<td></td>
<td>100%</td>
<td>100%</td>
</tr>
<tr>
<td>3.</td>
<td>Types of programming examples and problems</td>
<td>Syntax-oriented examples and problems are dominant in reading materials (50%) and lecture notes (49%)</td>
<td>Math (62.7%) and daily-life (25.6%) examples and problems are dominant</td>
</tr>
<tr>
<td>4.</td>
<td>Presentation style of example and problems</td>
<td>Problem Statement→ Codes Presentation style is dominant in lecture notes (77%) and reading materials (70%)</td>
<td>Problem Statement→ Solution Plans→ Codes Presentation style is dominant in lectures (83.3%) and labs (84%)</td>
</tr>
<tr>
<td>5.</td>
<td>Four problem solving steps in examples and problems</td>
<td>Coding step is dominant in lecture notes (74%) and reading materials (61%)</td>
<td>All the four problem solving steps are addressed</td>
</tr>
</tbody>
</table>

It is clear from table 3 that in ‘Teaching topics for lecture sessions’ category, the ADRI approach pays equal attention to syntax & semantics and algorithmic thinking skills (problem solving) compared to the traditional approach which only emphasizes the syntax & semantics. The same trend is depicted in ‘Practical topics for lab sessions’ category. For ‘Types of programming examples and problems’ category, syntax-oriented examples are more dominant in the traditional approach compared to math and daily-life which are dominant in the ADRI approach. Problem Statement→ Codes style is dominated in the traditional approach. Under ‘Presentation style of example and problems’ category compared to the ADRI approach, Problem Statement→ Solution Plans→ Codes style is dominated. Lastly in ‘Four problem solving steps in examples and problems’ category, coding is dominated in the traditional approach compared to the ADRI approach where all the four problem solving steps are dominated. Although the change in emphasis from coding dominating to a more equal presentation of problem solving and coding was the aim of the redesign and modification of the teaching materials, this comparison demonstrates that the goal was successfully achieved.
6.1 ADRI approach promotes algorithmic thinking

This section describes the result for research question 2. The second research question is as follows:

RQ2. How the ADRI approach promotes algorithmic thinking in the introductory programming course?

As discussed above in table 2, the step 1 (Approach stage) of the ADRI approach uses two different problem solving skills (pseudo code and flowchart) to propose a solution for the given problem statement. All the programming examples or questions presented in the IP course based on the ADRI approach includes the step 1, which helps novices to focus on algorithmic thinking skills throughout the IP course.

The results depicted for ‘Teaching topics for lecture sessions’ and ‘Practical topics for lab session’ categories in table 3 that the ADRI approach pays equal attention on algorithmic thinking skills and programming knowledge (syntax and semantics). Moreover, the ADRI approach discourages programming shortcut (Problem Statement à Codes) and promotes the three-step approach (Problem Statement à Solution Plans à Codes) which encourages algorithmic thinking.

7 Discussion

The IP teaching materials based on the traditional and ADRI approaches were analyzed. The comparison shows that the ADRI approach enhanced the students’ knowledge and confidence in the programming domain. They realized and grasped the programming concepts in a better context, which helps them in developing their programming skills. The multi-stage approach to develop a solution helped students in developing their flow of logic in a structured way and to achieve their objectives in the course. This finding is consistent with [18].

In the ADRI based teaching materials, math and daily-life programming examples and problems are dominant which helped in developing the students’ interest in the course. The students already had a good knowledge of maths from their school and current courses so it was comparatively easy for them to solve the problem statement based on it. Moreover, it was easy for the students to understand the requirements of the problem statements based on daily-life scenarios. Syntax-oriented type of programming examples and problems are dominant in the traditional approach, which gives good understanding of the programming knowledge to the students, but it does not promote problem-solving skills. On the other side, computer science students considered problem solving as one of the important skills required for a computer professional [19].

The traditional approach style (Problem Statement à Codes) promotes programming shortcuts. However, for novices it is very important to practice program design as suggested in some research studies [7][14][16][20]. The ADRI approach discourages programming shortcut and promotes the three-step approach (Problem Statement à Solution Plans à Coding) which develops program design, language features and program comprehension skills. The purpose of the whole process is to promote deep learning of the programming domain to the novices. Moreover, ‘Solution Plans’
step of the three-step approach promotes algorithmic thinking skills. The three-step approach offered by ADRI is consistent with that suggested by [21]-[25].

The step 3 (Result) of the ADRI approach covers input, output, process used to solve the problem statement, and basic syntax and semantic errors in the programming language. This process helps novices in understanding the given problem statement in a better way and promotes deep learning. Common programming errors are presented to novices, which help them in writing the code of the program with less errors and saving their debugging time. Furthermore, novices can focus more on the problem statement.

8 Conclusion

The introductory programming (IP) course is considered as one of the difficult courses for novice programmers. The teaching materials used in the IP course focuses more on programming knowledge (syntax and semantic) of the programming language. Moreover, it promotes surface learning, and programming shortcut. This study re-designed the IP teaching materials based on the four stages of the ADRI model. The ADRI editor was prepared to support the four stages of the ADRI approach in the IP course.

The IP teaching materials based on the traditional and ADRI approaches were compared against five categories such as Teaching topics for lecture sessions, Practical topics for lab sessions, Types of programming examples and problems, Presentation style of example and problems, and Four problem solving steps in examples and problems. The comparison shows that the ADRI approach promotes both the programming knowledge (syntax and semantics) and algorithmic thinking skills (problem solving strategies) compared to the traditional approach who emphasizes more on programming knowledge. The traditional approach promotes programming shortcut presentation style (problem statement → Codes) whereas the ADRI approach reduces it by following presentation style (Problem Statement → Solution Plans → Codes) which promotes deep learning of the programming domain.
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